**Facial Emotion Recognition**

ABSTRACT

In the realm of artificial intelligence, the ability to interpret human emotions plays a pivotal role in creating more natural and engaging interactions between machines and humans. This article embarks on an exploration of this intersection of computer vision and affective computing. The paper presents a comprehensive approach to facial emotion recognition, leveraging the power of Python in data analysis and machine learning tasks. The methodology hinges on the principles of Image Classification, Convolutional Neural Networks (CNN), and Deep Learning - the cutting-edge technologies that have revolutionized the field of computer vision. Through the lens of these advanced techniques, the article delves into the intricacies of detecting and classifying a spectrum of human emotions, captured and expressed through facial expressions. The objective is to build a model that can accurately and efficiently recognize these emotions, thereby contributing to the development of more empathetic and responsive AI systems.

INTRODUCTION

Facial Emotion Recognition (FER) plays a crucial role in human-computer interaction, psychological studies, and various other applications. The advent of Convolutional Neural Networks (CNN) and Deep Learning has significantly enhanced the capabilities of FER systems. In the realm of human communication, facial expressions serve as a critical source of nonverbal cues that complement and enhance the understanding of verbal communication. Research shows that 60-80% of communication is nonverbal in nature. This nonverbal dimension includes elements such as facial expressions, eye contact, vocal intonations, hand gestures, and physical distancing.

Among these, analyzing facial expression has become an important area of research. Facial emotion recognition (FER), a key application of this research, has found wide application in the field of human-computer interaction (HCI). Its applications span various fields including autonomous driving, education, healthcare, psychotherapy, surveillance, and computer vision-based psychological analysis.

CNN, a class of deep learning models, is particularly effective in processing grid-like data, such as images. It uses convolutional layers with sliding windows to capture local features and pooling layers to reduce dimensionality, thereby enabling the model to learn complex patterns in the data. This makes CNN an ideal choice for FER, where the task is to identify subtle emotional cues from facial images.

Deep Learning, a subset of machine learning, uses artificial neural networks with multiple layers (deep structures) to model high-level abstractions in data. This allows the model to learn intricate structures from large datasets, making it highly effective for tasks like FER. Deep Learning models can automatically learn representative features from raw pixels of facial images, eliminating the need for manual feature extraction, which is a significant advantage.

In FER, CNN and Deep Learning are often used together. The CNN layers are used to extract robust and discriminative features from facial images, and the deep learning model is used to classify these features into different emotions. This combination has proven to be highly effective, leading to state-of-the-art performance on several FER benchmarks.

## Dataset Information

The objective of the project is to detect facial expression using facial image dataset. Convolutional Neural Network is used to classify the images. The output class consists of 7 different types namely angry, disgust, fear, happy, neutral, sad, surprise.

## Import Modules

**import** **pandas** **as** **pd**

**import** **numpy** **as** **np**

**import** **os**

**import** **matplotlib.pyplot** **as** **plt**

**import** **seaborn** **as** **sns**

**import** **warnings**

**import** **random**

**from** **tqdm.notebook** **import** tqdm

warnings.filterwarnings('ignore')

%**matplotlib** inline

**import** **tensorflow** **as** **tf**

**from** **tensorflow.keras.utils** **import** to\_categorical

**from** **keras.preprocessing.image** **import** load\_img

**from** **keras.models** **import** Sequential

**from** **keras.layers** **import** Dense, Conv2D, Dropout, Flatten, MaxPooling2D

* **pandas**: This is a powerful Python library for data manipulation and analysis. It provides data structures and functions needed to manipulate structured data, including functions for reading and writing data, handling missing data, filtering data, cleaning messy data, and more. It’s particularly useful for working with numerical tables and time series data.
* **numpy**: This is a library for the Python programming language, adding support for large, multi-dimensional arrays and matrices, along with a large collection of high-level mathematical functions to operate on these arrays. It’s used in various fields like machine learning, scientific computing, etc.
* **matplotlib**: This is a plotting library for Python. It provides an object-oriented API for embedding plots into applications using general-purpose GUI toolkits like Tkinter, wxPython, Qt, or GTK. It’s also a popular choice for creating static, animated, and interactive visualizations in Python.
* **seaborn**: This is a Python data visualization library based on matplotlib. It provides a high-level interface for drawing attractive and informative statistical graphics. It’s built on top of matplotlib and closely integrated with pandas data structures.
* **os**: This is a module in Python that provides functions for interacting with the operating system. It comes under Python’s standard utility modules. All functions in os module raise OSError in the case of invalid or inaccessible file names and paths, or other arguments that have the correct type, but are not accepted by the operating system.
* **tqdm**: This is a fast, extensible progress bar for Python and CLI. It can wrap around any iterable or be used as a decorator, to provide a visual indication of progress, time estimation, and more.
* **warnings**: This is a module in Python used to warn the programmer about changes in language or library features in anticipation of backwards incompatible changes coming with future versions of Python, or to warn about issues in the code.
* **load\_img**: This is a function in the keras.preprocessing.image module, used to load an image into PIL format.
* **tensorflow**: This is a free and open-source software library for machine learning and artificial intelligence. It can be used across a range of tasks but has a particular focus on training and inference of deep neural networks.
* **Dense**: This is a layer type in neural networks. It’s the regular deeply connected neural network layer. It’s most common and frequently used layer. Dense layer does the below operation on the input and return the output.
* **Dropout**: This is a regularization technique for reducing overfitting in neural networks. It works by temporarily dropping out, or ignoring, some proportion of the neurons during training, which helps to make the model more robust and less prone to overfitting on the training data.
* **Activation**: This is a layer in a neural network that applies an activation function. The activation function is used to determine the output of neural network like yes or no. It maps the resulting values in between 0 to 1 or -1 to 1 etc. (depending upon the function).
* **Flatten**: This is a function that converts a 2D array (a matrix) into a 1D array. It’s often used when you need to transform a multi-dimensional input into a format that a machine learning model can interpret and learn from.
* **Conv2D**: This is a 2D convolution layer, creating a convolution kernel that is convolved with the layer input to produce a tensor of outputs. It’s most commonly used to analyze visual imagery.
* **MaxPooling2D**: This is a function that performs max pooling operation for spatial data. The objective is to down-sample an input representation (image, hidden-layer output matrix, etc.), reducing its dimensionality and allowing for assumptions to be made about features contained in the sub-regions binned.

## Load the Dataset

**Now we load the test data and the train data for processing**

TRAIN\_DIR = '../input/facial-expression-dataset/train/train/'

TEST\_DIR = '../input/facial-expression-dataset/test/test/'

**Now we define the directory for the images and with the corresponding labels**

**def** load\_dataset(directory):

image\_paths = []

labels = []

**for** label **in** os.listdir(directory):

**for** filename **in** os.listdir(directory+label):

image\_path = os.path.join(directory, label, filename)

image\_paths.append(image\_path)

labels.append(label)

print(label, "Completed")

**return** image\_paths, labels

**TRAIN\_DIR** and **TEST\_DIR**: These are the directories where the training and testing data are stored. The training data is used to train the model, and the testing data is used to evaluate its performance.

1. **load\_dataset(directory)**: This is a function that loads the dataset from a given directory. It initializes two empty lists, image\_paths and labels.
2. The function then iterates over each label (or subdirectory) in the given directory. For each label, it iterates over each file in the label’s directory.
3. For each file, it constructs the full path to the file by joining the directory, label, and filename. This path is then appended to the image\_paths list. The label is also appended to the labels list.
4. After all files for a label have been processed, it prints a message indicating that the label has been completed.
5. Once all labels and files have been processed, the function returns the image\_paths and labels lists. These lists can then be used to load the actual image data and corresponding labels for use in a machine learning model.

In summary, this code is used to gather all the image paths and their corresponding labels from a structured directory. The directory is expected to have one subdirectory for each label, and each subdirectory should contain the image files for that label. The function returns a list of image paths and a list of their corresponding labels.
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Facial Expression Train Dataset

* Display of image paths with labels of the train dataset
* Data was shuffled and the index was removed

**Test**

test = pd.DataFrame()

test['image'], test['label'] = load\_dataset(TEST\_DIR)

test.head()

surprise Completed

fear Completed

angry Completed

neutral Completed

sad Completed

disgust Completed

happy Completed

* First line creates an empty DataFrame named test. A DataFrame is a two-dimensional labeled data structure with columns of potentially different types.
* Next line calls a function named load\_dataset with TEST\_DIR as an argument. TEST\_DIR is likely a directory path where the test dataset is stored. The load\_dataset function is expected to return two values which are then stored in the ‘image’ and ‘label’ columns of the test DataFrame.
* Last line displays the first 5 rows of the test DataFrame. This is often used for a quick preview of the data.

## **Exploratory Data Analysis**

sns.countplot(train['label'])
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Visualization of Label Count for the Dataset

* Display of the no. of samples in the dataset
* Happy has more data samples compared to other classes
* The rest of the classes has a uniform distribution
* Disgust has less samples for training

**from** **PIL** **import** Image

img = Image.open(train['image'][0])

plt.imshow(img, cmap='gray');

The Image module from the PIL library, which stands for Python Imaging Library. This library provides extensive file format support, an efficient internal representation, and powerful image processing capabilities.

The Image.open() function is used to open, manipulate, and save many different image file formats. Here, it’s opening the image file located at the path specified by train['image'][0]. The opened image is stored in the img variable.

This line uses the imshow function from the matplotlib.pyplot library (which is usually imported as plt) to display the image data. The cmap='gray' argument sets the color map of the image to grayscale.
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Sample Image

* The images are in grayscale, so color map is declared as gray
* This is the first sample from the data, which is surprise
* The resolution of the image is 48 x 48

**Now we will display a grid of images to see various images at once**

plt.figure(figsize=(20,20))

files = train.iloc[0:25]

**for** index, file, label **in** files.itertuples():

plt.subplot(5, 5, index+1)

img = load\_img(file)

img = np.array(img)

plt.imshow(img)

plt.title(label)

plt.axis('off')

1. line creates a new figure for plotting with a specified size of 20x20
2. line selects the first 25 rows from the train DataFrame and stores them in the files variable.
3. line starts a loop that iterates over the tuples produced by the itertuples() method of the DataFrame files. Each tuple contains the index of the row and the values of each column in the row. In this case, the columns are assumed to be ‘file’ and ‘label’.
4. line creates a subplot in the figure. The figure is divided into a 5x5 grid (as specified by the first two arguments), and the subplot is placed at the position specified by index+1 (the third argument).
5. line calls a function named load\_img with file as an argument. file is likely a file path where an image is stored. The load\_img function is expected to return an image which is then stored in the img variable.
6. line converts the image into a NumPy array. This is often done to facilitate image processing tasks.
7. line displays the image data in the current subplot.
8. line sets the title of the current subplot to the value of label.
9. line turns off the axis lines and labels for the current subplot.

Image size was reduced to minimize the blurriness of the images.

## Feature Extraction

**Now we define the feature extraction method**

**def** extract\_features(images):

features = []

**for** image **in** tqdm(images):

img = load\_img(image, grayscale=**True**)

img = np.array(img)

features.append(img)

features = np.array(features)

features = features.reshape(len(features), 48, 48, 1)

**return** features

1. line defines a function named extract\_features that takes an argument images, which is expected to be a list of image file paths.
2. line initializes an empty list named features to store the features extracted from each image.
3. line starts a loop that iterates over each image file path in the images list. The tqdm function is a progress bar and it wraps around any iterable.
4. line calls a function named load\_img with image (the current image file path) and grayscale=True as arguments. The load\_img function is expected to return an image which is then stored in the img variable. The grayscale=True argument indicates that the image should be loaded in grayscale.
5. line converts the image into a NumPy array. This is often done to facilitate image processing tasks.
6. line appends the NumPy array representation of the image to the features list.

After all images have been processed, [7] line converts the features list into a NumPy array.

Its reshapes the features array into a 4D array with dimensions (number of images, image height, image width, number of channels). Here, it’s assumed that each image is 48x48 pixels and has 1 channel (since the images were loaded in grayscale).

Finally, the function returns the features array.

**Now we extract the features from both train and test**

train\_features = extract\_features(train['image'])

test\_features = extract\_features(test['image'])

These lines call the extract\_features function (which was defined earlier) on the ‘image’ column of the train and test DataFrames. The function is expected to return a 4D array of images for each DataFrame. The returned arrays are stored in train\_features and test\_features.

**Now we normalize the images**

x\_train = train\_features/255.0

x\_test = test\_features/255.0

These lines normalize the image data in train\_features and test\_features. Each pixel value in an image is divided by 255.0, converting the pixel values from the range 0-255 to the range 0-1. This is done because pixel values in images are usually integers in the range 0-255, but neural networks work best with input data that is on a smaller scale, typically between 0 and 1 or -1 and 1 (this is a form of data normalization).

The normalized image data is stored in x\_train and x\_test. These will be the inputs to the neural network.

**Label Encoding**: The LabelEncoder class in sklearn is a utility class to help normalize labels such that they contain only values between 0 and n\_classes-1. This can be useful for certain types of machine learning algorithms that expect numerical input rather than categorical (string) input.

**from** **sklearn.preprocessing** **import** LabelEncoder

le = LabelEncoder()

le.fit(train['label'])

y\_train = le.transform(train['label'])

y\_test = le.transform(test['label'])

In the above code:

* An instance of LabelEncoder is created and is fit to the labels in the training data (train['label']).
* The fit method finds all unique class labels.
* The transform method then replaces the original class labels with the encoded labels (integers). This is done for both the training and test datasets. Converting the data type of 'label' to integer for easier processing

**One-Hot Encoding**: After label encoding, the labels are one-hot encoded. One-hot encoding is a process of converting categorical data variables so they can be provided to machine learning algorithms to improve predictions. With one-hot, we convert each categorical value into a new categorical value and assign a binary value of 1 or 0. Each integer value is represented as a binary vector. All the values are zero, and the index is marked with a 1.

y\_train = to\_categorical(y\_train, num\_classes=7)

y\_test = to\_categorical(y\_test, num\_classes=7)

* The to\_categorical function is used to convert class vectors (y\_train and y\_test) to binary class matrices, which are needed for categorical\_crossentropy.
* num\_classes defines the total number of unique classes in the ‘label’ column. In this case, it’s 7.

y\_train[0]

*# config*

input\_shape = (48, 48, 1)

output\_class = 7

* **input\_shape = (48, 48, 1)** - Converts the input image into 48 x 48 resolution in grayscale
* **output\_class** = 7 - Total no. of classes

**Model Creation**

model = Sequential()

*# convolutional layers*

model.add(Conv2D(128, kernel\_size=(3,3), activation='relu', input\_shape=input\_shape))

model.add(MaxPooling2D(pool\_size=(2,2)))

model.add(Dropout(0.4))

model.add(Conv2D(256, kernel\_size=(3,3), activation='relu'))

model.add(MaxPooling2D(pool\_size=(2,2)))

model.add(Dropout(0.4))

model.add(Conv2D(512, kernel\_size=(3,3), activation='relu'))

model.add(MaxPooling2D(pool\_size=(2,2)))

model.add(Dropout(0.4))

model.add(Conv2D(512, kernel\_size=(3,3), activation='relu'))

model.add(MaxPooling2D(pool\_size=(2,2)))

model.add(Dropout(0.4))

model.add(Flatten())

*# fully connected layers*

model.add(Dense(512, activation='relu'))

model.add(Dropout(0.4))

model.add(Dense(256, activation='relu'))

model.add(Dropout(0.3))

*# output layer*

model.add(Dense(output\_class, activation='softmax'))

model.compile(optimizer='adam', loss='categorical\_crossentropy', metrics='accuracy')

**Sequential Model**: The Sequential model is a linear stack of layers. You can create a Sequential model and define all of the layers in the constructor, or you can add them one by one using the add() method.

**Convolutional Layers**: The Conv2D layer creates a convolution kernel that is convolved with the layer input to produce a tensor of outputs. MaxPooling2D is a way to reduce the number of parameters in our model by sliding a 2x2 pooling filter across the previous layer and taking the max of the 4 values in the 2x2 filter. Dropout is a regularization method, where a proportion of nodes in the layer are randomly ignored by setting their weights to zero for each training sample. This drops randomly a proportion of the network and forces the network to learn features in a distributed way.

**Flatten Layer**: This layer flattens the input. It does not affect the batch size. It’s used without parameters.

**Dense Layers**: Dense layer is the regular deeply connected neural network layer. It’s most common and frequently used layer. Dense layer does the below operation on the input and return the output.

**Output Layer**: This is the final layer, which is responsible for outputting a probability distribution over the classes.

**Compile the Model**: After the model is constructed, configure its learning process with compile() method. It receives three arguments: an optimizer, a loss function and a list of metrics.

In this code, the optimizer is Adam, the loss function is categorical\_crossentropy which is used for multi-class classification, and the metric is accuracy which is the proportion of correct predictions with respect to the targets.

**Now we proceed to train the dataset**

*# train the model*

history = model.fit(x=x\_train, y=y\_train, batch\_size=128, epochs=100, validation\_data=(x\_test, y\_test))

* Set the no. of epochs and batch size according to the hardware specifications
* Training accuracy and validation accuracy increases each iteration
* Training loss and validation loss decreases each iteration

## **Plot the Results**

acc = history.history['accuracy']

val\_acc = history.history['val\_accuracy']

epochs = range(len(acc))

plt.plot(epochs, acc, 'b', label='Training Accuracy')

plt.plot(epochs, val\_acc, 'r', label='Validation Accuracy')

plt.title('Accuracy Graph')

plt.legend()

plt.figure()

loss = history.history['loss']

val\_loss = history.history['val\_loss']

epochs = range(len(acc))

plt.plot(epochs, loss, 'b', label='Training Loss')

plt.plot(epochs, val\_loss, 'r', label='Validation Loss')

plt.title('Loss Graph')

plt.legend()

plt.show()

![](data:image/jpeg;base64,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)

Training & Validation Accuracy
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Training & Validation Loss

## **Test with Image Data**

image\_index = random.randint(0, len(test))

print("Original Output:", test['label'][image\_index])

pred = model.predict(x\_test[image\_index].reshape(1, 48, 48, 1))

prediction\_label = le.inverse\_transform([pred.argmax()])[0]

print("Predicted Output:", prediction\_label)

plt.imshow(x\_test[image\_index].reshape(48, 48), cmap='gray');

**Final**

The project on Facial Emotion Recognition using Image Classification, Convolutional Neural Networks (CNN), and Deep Learning is a comprehensive study of how machine learning and deep learning techniques can be utilized to understand and interpret human emotions.

The project involves the following steps:

1. **Data Preparation**: The data used in this project are images of faces, each labeled with an emotion. The labels are first converted from categorical to numerical format, and then one-hot encoded for the model to perform multi-class classification.
2. **Model Creation**: A Convolutional Neural Network (CNN), a class of deep learning models most commonly applied to analyzing visual imagery, is built using Keras. The model includes several layers - convolutional layers, max pooling layers, dropout layers for regularization, a flatten layer, and fully connected dense layers. The output layer uses the softmax activation function for multi-class classification.
3. **Model Compilation and Training**: The model is compiled with the Adam optimizer and the categorical cross entropy loss function, which is suitable for multi-class classification. The model is then trained on the prepared data.

In conclusion, this project demonstrates the power and potential of deep learning, particularly Convolutional Neural Networks, in recognizing and classifying facial emotions. It’s a testament to how far we’ve come in the field of Artificial Intelligence, where machines can now understand and interpret human emotions, opening up new possibilities for human-computer interaction.